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#include<stdio.h>  
#define MAX 25  
#define QUEUE\_SIZE 25  
int queue[QUEUE\_SIZE];  
int queue\_front, queue\_end;  
void dfs(int adj[][MAX],int visited[],int start,int n,int sv)  
{  
    int stack[MAX];  
int top=-1,i;  
    if(sv==1)  
{  
       printf("%c ",start+65);  
}   else{  
         printf("%d ",start);}  
    visited[start]=1;  
    stack[++top]=start;  
    while(top!=-1)  
    {  
        start=stack[top];  
        for(i=0;i<n;i++)  
        {  
            if(adj[start][i] && visited[i]==0)  
            {  
                stack[++top]=i;  
if(sv==1){  
                printf("%c ",i+65);}  
else{  
printf("%d ",i);}  
                visited[i]=1;  
                break;  
            }  
        }  
        if(i==n)  
            top--;  
    }  
}  
void enqueue(int v) {  
  queue[queue\_end] = v;  
  queue\_end++;  
}  
  
int dequeue() {  
  int index = queue\_front;  
  queue\_front++;  
  return queue[index];  
}  
  
  
void bfs(int Adj[][MAX], int n, int source,int sv) {  
  int i, j;  
   
  //visited array to flag the vertex that  
  //were visited  
  int visited[MAX];  
  
  queue\_front = 0;  
  queue\_end = 0;  
   
  //set visited for all vertex to 0 (means unvisited)  
  for(i = 0; i < MAX; i++) {  
    visited[i] = 0;  
  }  
   
  //mark the visited source  
  visited[source] = 1;  
   
  //enqueue visited vertex  
  enqueue(source);  
   
  //print the vertex as result  
 if(sv==1)  
{  
       printf("%c ",source+65);  
}   else{  
         printf("%d ",source);}  
  
   
   
  //continue till queue is not empty  
  while(queue\_front <= queue\_end) {  
    //dequeue first element from the queue  
    i = dequeue();  
     
    for(j = 0; j < n; j++) {  
      if(visited[j] == 0 && Adj[i][j] == 1) {  
        //mark vertex as visited  
        visited[j] = 1;  
         
        //push vertex into queue  
        enqueue(j);  
         
        //print the vertex as result  
if(sv==1)  
{  
       printf("%c ",j+65);  
}   else{  
         printf("%d ",j);}  
      }  
    }  
  }  
  printf("\n");  
}  
  
int main()  
{  
    int adj[MAX][MAX];  
    int visited[MAX]={0},i,j;  
    int n,sv,c=1;  
    while(c!=0)  
    {  
    printf("Enter the number of vertices:");  
        scanf("%d",&n);  
for(i=0;i<n;i++)  
    {  
for(j=0;j<n;j++)  
{  
    printf("ENTER 1 IF %d has a node with %d ELSE 0 ",i,j);  
             scanf("%d",&adj[i][j]);  
}  
}  
printf("THE ADJACENCY MATRIX IS\n");  
for(i=0;i<n;i++)  
{  
for(j=0;j<n;j++)  
{  
printf(" %d",adj[i][j]);  
}  
printf("\n");  
}  
printf("1-alphabet graph\n2-number graph\n");  
        printf("Enter choice:");  
        scanf("%d",&sv);  
        printf("DFS Traversal is:");  
        dfs(adj,visited,0,n,sv);  
        printf("\n");  
        printf("BFS Traversal is:");  
        bfs(adj, n,0,sv );  
        printf("Do you want to continue:1-YES; 0-NO:");  
        scanf(" %d",&c);  
    }        
    return 0;  
}

**OUTPUT**

Enter the number of vertices:5  
ENTER 1 IF 0 has a node with 0 ELSE 0 0  
ENTER 1 IF 0 has a node with 1 ELSE 0 1  
ENTER 1 IF 0 has a node with 2 ELSE 0 1  
ENTER 1 IF 0 has a node with 3 ELSE 0 0  
ENTER 1 IF 0 has a node with 4 ELSE 0 1  
ENTER 1 IF 1 has a node with 0 ELSE 0 1  
ENTER 1 IF 1 has a node with 1 ELSE 0 0  
ENTER 1 IF 1 has a node with 2 ELSE 0 0  
ENTER 1 IF 1 has a node with 3 ELSE 0 1  
ENTER 1 IF 1 has a node with 4 ELSE 0 1  
ENTER 1 IF 2 has a node with 0 ELSE 0 1  
ENTER 1 IF 2 has a node with 1 ELSE 0 0  
ENTER 1 IF 2 has a node with 2 ELSE 0 0  
ENTER 1 IF 2 has a node with 3 ELSE 0 0  
ENTER 1 IF 2 has a node with 4 ELSE 0 0  
ENTER 1 IF 3 has a node with 0 ELSE 0 0  
ENTER 1 IF 3 has a node with 1 ELSE 0 1  
ENTER 1 IF 3 has a node with 2 ELSE 0 0  
ENTER 1 IF 3 has a node with 3 ELSE 0 0  
ENTER 1 IF 3 has a node with 4 ELSE 0 0  
ENTER 1 IF 4 has a node with 0 ELSE 0 1  
ENTER 1 IF 4 has a node with 1 ELSE 0 1  
ENTER 1 IF 4 has a node with 2 ELSE 0 0  
ENTER 1 IF 4 has a node with 3 ELSE 0 0  
ENTER 1 IF 4 has a node with 4 ELSE 0 0  
THE ADJACENCY MATRIX IS  
 0 1 1 0 1  
 1 0 0 1 1  
 1 0 0 0 0  
 0 1 0 0 0  
 1 1 0 0 0  
1-alphabet graph  
2-number graph  
Enter choice:1      
DFS Traversal is:A B D E C  
BFS Traversal is:A B C E D  
Do you want to continue:1-YES; 0-NO:1  
Enter the number of vertices:5  
ENTER 1 IF 0 has a node with 0 ELSE 0 0  
ENTER 1 IF 0 has a node with 1 ELSE 0 1  
ENTER 1 IF 0 has a node with 2 ELSE 0 0  
ENTER 1 IF 0 has a node with 3 ELSE 0 0  
ENTER 1 IF 0 has a node with 4 ELSE 0 0  
ENTER 1 IF 1 has a node with 0 ELSE 0 0  
ENTER 1 IF 1 has a node with 1 ELSE 0 0  
ENTER 1 IF 1 has a node with 2 ELSE 0 1  
ENTER 1 IF 1 has a node with 3 ELSE 0 0  
ENTER 1 IF 1 has a node with 4 ELSE 0 0  
ENTER 1 IF 2 has a node with 0 ELSE 0 0  
ENTER 1 IF 2 has a node with 1 ELSE 0 0  
ENTER 1 IF 2 has a node with 2 ELSE 0 0  
ENTER 1 IF 2 has a node with 3 ELSE 0 1  
ENTER 1 IF 2 has a node with 4 ELSE 0 1  
ENTER 1 IF 3 has a node with 0 ELSE 0 1  
ENTER 1 IF 3 has a node with 1 ELSE 0 0  
ENTER 1 IF 3 has a node with 2 ELSE 0 0  
ENTER 1 IF 3 has a node with 3 ELSE 0 0  
ENTER 1 IF 3 has a node with 4 ELSE 0 0  
ENTER 1 IF 4 has a node with 0 ELSE 0 0  
ENTER 1 IF 4 has a node with 1 ELSE 0 0  
ENTER 1 IF 4 has a node with 2 ELSE 0 1  
ENTER 1 IF 4 has a node with 3 ELSE 0 0  
ENTER 1 IF 4 has a node with 4 ELSE 0 0  
THE ADJACENCY MATRIX IS  
 0 1 0 0 0  
 0 0 1 0 0  
 0 0 0 1 1  
 1 0 0 0 0  
 0 0 1 0 0  
1-alphabet graph  
2-number graph  
Enter choice:2  
DFS Traversal is:0  
BFS Traversal is:0 1 2 3 4  
Do you want to continue:1-YES; 0-NO:0